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WEAK MEMORY

MOV [x] 1 |[MOV [y] 1
MOV r0 [y]]||MOV rl [x]
ro=1 r0=0 ro=1 r0=0
rl=1 rl=1 r1=0 rl1=0
%ﬁ
SC
%ﬁ






WEAK MEMORY IS HARD!

e Xx86 proved tricky to formalise correctly [sarkar et al., POPL 09;
Owens et al., TPHOLs'09]

 Bug found in deployed "Power 5" processors jaigiave et al., CAV'10]

e C++ specification did not guarantee its own key property
[Batty et al., POPL'11]

 Routine compiler optimisations are invalid under Java and
C++ memory models [Sevcik, PLDI'11; Vafeiadis et al. POPL'15]

e Behaviour of NVIDIA graphics processors contradicted
NVIDIA's programming guide jAiglave et al., ASPLOS'15]



MODELLING WEAK MEMORY

MOV [x] 1 MOV [y] 1

MOV r0O [y] |IMOV rl [X]

W x 1 Wy 1 W x 1 Wy 1 W x 1 Wy 1 W x 1 Wy 1

of > o w) DX o w) DX e e D e

Ry 1 Rx1 RyO Rx 1 Ry RxO0 RyO RxO0
ro=1 rl=1 r0=0 rl=1 r0=1 rl1=0 r0=0 rl=0

SC: SC: SC: SC: x

X806 X806 X806 X806
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TRANSACTIONAL MEMORY

XBEGIN
XEND
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WEAK MEMORY + TM = ?

XBEGIN XBEGIN
MOV [x] 1 MOV [y] 1
MOV r0 [Vy] MOV rl [x]
XEND XEND
ro=1 r0=0 ro=1 r0=0
rl=1 rl=1 r1=0 rl1l=0
%ﬁ
SC
%ﬁ



WEAK MEMORY + TM = ?

XBEGIN XBEGIN
MOV [x] 1 MOV [y] 1
MOV r0 [V] MOV rl [X]
XEND XEND
ro=1 r0=0 ro=1 r0=0
rl=1 rl=1 r1=0 r1=0
_/_/
transactional SC
%ﬁ
SC
%ﬁ
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acyclic(pojoc U com) (COHERENCE)
empty(rmw N (fre ; coe)) (RMWIsor)
acyclic(hb) (ORDER)

where ppo = (W X W)U (RX W)U (RXR))N po
tfence = po N ((—stxn; stxn) U (stxn ; —stxn))
L = domain(rmw) U range(rmw)
implied = [L]; poU po;[L] U tfence
hb = mfence U ppo U implied U rf. U fr U co

BUILDING OUR MODELS

ARM

Power:

acyclic(stronglift(com, stxn)) (STrRONGISOL)
acyclic(stronglift(hb, stxn)) (TxNORDER)
acyclic(pojoc U com) (COHERENCE)
empty(rmw N (fre ; co.)) (RMWIsoL)
acyclic(hb) (ORDER)

where ppo = (preserved program order, elided)
tfence = po N ((—stxn; stxn) U (stxn;—stxn))
fence = sync U tfence U (lwsync \ (W X R))
ihb = ppo U fence
thh = (rf.U ((fr Ucoe)"s ihb))'; (freUco)'s fs”
hb = (rf.’ ;ihb;rf.”) U weaklift(thb, stxn)
acyclic(co U prop) (PROPAGATION)
where efence = rf.” ; fence; rf.’
prop; = [W]; efence; hb™; [W]
prop, = come™; efence”; hb™; (sync U tfence ) ; hb*
tprop; = rfe; stxn;[W]
tprop, = stxn; rfe
prop = prop; U prop, U tprop; U tprop;

irreflexive(fre ; prop; hb®) (OBSERVATION)
acyclic(stronglift(com, stxn)) (STRONGISOL)
acyclic(stronglift(hb, stxn)) (TXNORDER)

empty(rmw N tfence”) (TxNCANCELSRMW)

acyclic(pojoc U com) (COHERENCE)
acyclic(ob) (ORDER)
where dob = (order imposed by dependencies, elided)
aob = (order imposed by atomic RMWs5, elided)
bob = (order imposed by barriers, elided)
tfence = po N ((—stxn; stxn) U (stxn; stxn))
ob = come U dob U aob U bob U tfence

empty(rmw N (fre; coe)) (RMWIsoL)
acyclic(stronglift(com, stxn)) (STrRONGISOL)
acyclic(stronglift(ob, stxn)) (TxNORDER)
empty(rmw N tfence”) (TxNCANCELSRMW)
irreflexive(hb; com”) (HBCom)

where sw = (synchronises-with, elided)
ecom = comU (co;rf)
tsw = weaklift(ecom, stxn)
hb = (swU tswU po)*

empty(rmw N (fre ; coe)) (RMWTIsoL)
acyclic(po U rf) (NOTHINAIR)
acyclic(psc) (SEQCsT)

where psc = (constraints on SC events, elided)

empty(cnf \ Ato® \ (hbU hb ™)) (NORACE)
where cnf = (WXW) U (RXW) U (WXR)) N sloc \ id




VALIDATING OUR
MODELS

. Consult architecture manuals.

. Interview engineers.

. Check models have reasonable mathematical properties

(e.g. adding/extending/coalescing transactions is safe).

. Check that models validate existing compiler mappings.

. GGenerate conformance tests and run them on hardware.
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Number of tests

400

300

200

100

2

VALIDATING OUR

MODELS

Behaviours that must be forbidden

X86

3 4 5 6

Test size (instructions)

14

Power
1000

750

500

Number of tests

250

2 3 4 5 6

Test size (instructions)
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3000

2250

1500

Number of tests

750

VALIDATING OUR

MODELS

Behaviours that should be allowed

X86

2

3 4 5 6

Test size (instructions)

14
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6000

4500
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Number of tests

1500

Power

2 3 4 5 6

Test size (instructions)



USING OUR
MODELS




LOCK ELISION

lock() lock ()
X =X + 2 X =1
unlock () unlock ()



LOCK ELISION

lock() lock ()

ldr W5, [X] mov W7,#1
add W5,W5,#2 str W7, [X]
str W5, [X] unlock ()

unlock ()



LOCK ELISION

Loop:

ldaxr W2, [M]
cbnz W2 ,Loop
mov W3,#1
stxr W4 ,W3,[M]

cbnz W4 ,Loop lock ()

ldr W5, [X] mov W7,#1
add W5,W5,#2 str W7,[X]
str W5, [X] unlock ()

stlr WZR, [M]
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LOCK ELISION

Loop:

ldaxr W2,[M] tstart
cbnz W2,Loop ldr W6, [M]
mov W3, #1 cbz W6,L1
stxr W4 ,W3,[M] tcancel
cbnz W4 ,Loop Ll:

ldr W5, [X] mov W7,#1
add W5,W5,#2 str W7,[X]
str W5,[X] tcommit

stlr WZR, [M]
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CONCLUSION

e Weak memory is pervasive, and transactional memory is
entering the mainstream.

e We have designed and validated formal models of how
these features interact in x86, Power, ARM, and C++.

e Weak memory + transactions + lock elision = tricky!
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